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Abstract

This research introduces a novel approach using artificial neural networks (ANNs) to tackle ordinary differential
equations (ODEs) through an innovative technique called enhanced back-propagation (EBP). The ANNs adopted

in this study, particularly multilayer perceptron neural networks (MLPNNs), are equipped with tunable parameters

such as weights and biases. The utilization of MLPNNs with universal approximation capabilities proves to be
advantageous for ODE problem-solving. By leveraging the enhanced back-propagation algorithm, the network is

fine-tuned to minimize errors during unsupervised learning sessions. To showcase the effectiveness of this method,

a diverse set of initial value problems for ODEs are solved and the results are compared against analytical solutions
and conventional techniques, demonstrating the superior performance of the proposed approach.
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1. Introduction

By using deep neural networks (NNs) to solve differential equations, we can enjoy the benefits of both numerical
methods and machine learning [7, 15]. These networks have the ability to approximate the unknown solutions of
differential equations with high accuracy, while also being able to deal effectively with noise in the data. This is
especially useful in real-world applications where the data is often noisy and incomplete.

One of the key advantages of artificial neural networks is their effectiveness in solving nonlinear problems without the
need for auxiliary assumptions [6, 17]. Traditional numerical methods often require simplifications or linearizations of
the problem in order to find a solution. Deep neural networks, on the other hand, are capable of directly approximating
the nonlinear function of the problem [16, 21]. This opens up a wide range of applications in fields such as physics,
engineering, and finance where problems are inherently nonlinear.

Another advantage of artificial neural networks is their ability to handle high-dimensional problems. Traditional
numerical methods often struggle with the computational complexity that comes with higher dimensions. Deep neural
networks, however, are able to preserve their speed and efficiency even when dealing with high-dimensional problems
[2, 10]. This makes them a powerful tool for solving complex problems in fields such as image processing, natural
language processing, and medical diagnostics.

Overall, deep neural networks have become a reliable and efficient tool for predicting the future of situations and
patterns. Their ability to handle nonlinear problems, deal with noisy data, and solve problems in higher dimensions
makes them a valuable asset in a wide range of fields. As research and development in deep neural networks continue
to progress, we can expect even more advancements and applications in the future [4, 8, 20]. Some of the important
advantages of neural networks are as follows:
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• Neural networks have demonstrated the ability to meet the universal function approximation theorem. This
theorem suggests that by having an ample amount of neurons in the hidden layer, a neural network can
effectively model any continuous function with remarkable precision. This remarkable trait of neural networks
sets them apart as potent instruments for tackling a wide range of problems, from linear to intricate non-linear
differential equations. The utilization of neural networks and deep learning techniques prove to be successful
strategies for addressing mathematical models entailing non-linear differential equations [6, 18, 22, 23].

• Neural networks are like infinite cosmic beings in the world of mathematics, requiring the magical essence of
automatic differentiation to reveal their mystical derivatives. This is in contrast to other techniques like Runge-
Kutta and finite elements methods, which offer solutions with limited differentiability or discrete solutions.
The solutions provided by ANNs are in a closed analytic form [7, 12, 17].

• Solutions with remarkable interpolation accuracy showcase the versatile generalization abilities of neural net-
works, making them highly effective [15, 19].

• The number of precise parameters (weights and biases) required in ANN methods is significantly lower com-
pared to other methods such as traditional numerical methods. As a result, complex models can be achieved
with a compact solution, requiring minimal memory space [14, 16].

Therefore, it is possible to approximate any function to a high degree of accuracy using a multi-layer perceptron neural
network (MLPNN) with just one hidden layer. This makes MLPNN with one hidden layer an ideal model for solving
ODEs, which is one of its key advantages [16, 21]. Exploring the synergy between wavelet theory and neural networks,
Sabir and his team engineered a Morlet wavelet neural network that exhibited remarkable efficacy in solving second-
order non-linear differential equations [21]. Additionally, novel architectures like a single-layer orthogonal neural
network tailored to leverage fractional order Legandre functions have emerged, proving instrumental in navigating the
intricacies of non-linear differential equations [16].

In his paper, we present a novel approach that harnesses the power of ANNs, specifically MLPNNs, to address
ODEs using an innovative technique known as enhanced back-propagation (EBP). The key idea behind this approach
lies in enhancing the back-propagation algorithm by incorporating a momentum component, which allows the network
to adapt and learn more efficiently during unsupervised learning sessions. One of the distinguishing features of the
MLPNNs employed in this study is their universal approximation capabilities, enabled by tunable parameters such as
weights and biases. These tunable parameters play a crucial role in enabling the networks to iteratively refine their
predictions and converge towards accurate solutions for ODEs. Through a series of experiments involving a diverse
set of initial value problems for ODEs, we aim to showcase the effectiveness and reliability of the proposed approach.
The results obtained will be compared against analytical solutions and other techniques to highlight the superior
performance and efficiency offered by the EBP-enhanced MLPNNs in solving ODEs. The results in the tables and
figures show the efficiency of our method well.

The organization of the paper is as follows: In section 2, the concept of physics-informed neural networks is discussed.
In section 3, the formulas for computing the gradient of the Loss function are derived, and the general formulation
is described. In section 4, the appropriate form of the trial solution is described, and some classes of problems are
presented in which the proposed method can be applied. In section 5, several numerical examples are given, and the
accuracy of the obtained solution and details concerning the implementation of the approach are provided. The results
obtained by other methods for the examined ODE problems are also compablue. Finally, in section 6, some future
research directions and a conclusion are presented.

2. Physics-Informed Artificial Neural Networks

Generally, a deep neural network (DNN) for solving ODEs starts by considering the weights wij to form a linear
combination with the bias bi and the input X. This is mathematically represented as a specific compositional function.
The fundamental type of neural network used for this purpose is the Feedforward Neural Network (FNN), also known as
a perceptron. The FNN consists of multiple hidden layers that recursively apply non-linear and linear transformations
to the inputs. Figure 1 provides a general schematic of a Physics-Informed Neural Network (PINN). However, prior to
the development of the back-propagation algorithm, training a perceptron for improved pblueiction was challenging.
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Figure 1. A schematic of a PINN for solving ODEs with initial condition (IC).

The main approach to solving ODEs using neural networks is to minimize the residual of the differential equations
by reformulating the problem as an optimization problem. Over the past decades, various neural network architectures
have been developed, including recurrent neural networks and convolutional neural networks.

In this research, we primarily focus on the use of the FNN, which is sufficient for implementing the residual neural
network (ResNet) and effectively solving most ODE problems. The proposed method demonstrates ease in training
deep networks. However, other neural network architectures can be easily incorporated into the problem-solving
process.

Let NL(x) denote a mapping from Rdin to Rdout , which represents an L-layer neural network. The lth layer of
this network has Nl neurons, where N0 = din and NL = dout. The bias vector and weight matrix in the lth layer are
represented by bl ∈ RNl and pl ∈ RNl×Nl−1 , respectively.

In this paper, we utilize a MLP with the activation function S, which is applied element-wise. The recursively
feed-forward neural network can be defined as follows:

input layer: N 0(x) = x ∈ Rdin ,

hidden layers: N l(x) = S(plN l−1(x) + bl) ∈ RNl for 1 ≤ l ≤ L− 1,

output layer: NL(x) = pLNL−1(x) + bL ∈ Rdout .

An illustration of a neural network structure is shown in Figure 1. In multi-class classification problems, commonly
used activation functions include hyperbolic tangent, logistic sigmoid, and ReLU functions. Additionally, the Leaky
ReLU (Rectified Linear Unit) function can be utilized to address the ”dying ReLU” problem by allowing a small slope
for negative values. The choice of activation functions has a considerable impact on the performance and training of
a neural network.

3. Numerical solution of ODEs using multilayer perceptron

Let the following ODE is given[3]:

F (x, y, y′, ..., y(n)) = 0. (3.1)

Let ytrial(x, P ) be the obtained solution after training an ANN, where P represents the adjustable weights of the
network. This solution can be formulated as [10]:

ytrial(x, p) = A(x) + g(x,N(x, P )), (3.2)
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where, A(x) satisfies the initial or boundary conditions, N(x, P ) is the single output of the ANN, and P represents
the biases and weights in the ANN. The function g(x,N(x, P )) in Equation (3.2) is a function of the feed-forward
neural network output, which can be expressed as [3, 13]:

N(x, P ) =

N∑
i=1

PiS(zi) where zi =

m∑
j=1

P̃ijxj + bi,

or

N(x, P ) =

N∑
i=1

m∑
j=1

PiS(P̃ijxj + bi),

(3.3)

where, P = {Pi, P̃ij}mi=1 represents the weights of the ANN, bi, i = 1 · · ·m represents the bias of the ANN, S represents

the activation function of the hidden layer neurons, and P̃ijxj + bi represents the input value of the corresponding
neuron. The adjustable weights P approximate the solution with an initial distribution, and by defining a loss function
and minimizing it, better weights can be obtained. Therefore, the solution defined in Equation (3.2) is substituted
into Equation (3.1), resulting in:

G(x, ytrial(x, p), ytrial(x, p)
′, ..., y(n)) = R(x, P ).

The loss function can be defined as:

Loss := ‖R(x, P )‖, (3.4)

where, ‖ . ‖ represents a norm, such as the L1, L2, and etcetera. For example, if the L2 norm is used, the problem of
solving the ODE in Equation (3.1) can be transformed into an optimization problem [3, 13]:

min
P
‖G(x, ytrial(x, p), ytrial(x, p)

′, ..., y(n))‖2. (3.5)

Hence, the goal is to minimize the loss function in Equation (3.4).

3.1. Gradient Computation. The efficient minimization of Equation (3.5) can be considerable as a procedure of
training the neural network, where the error corresponding to each input vector xi (i.e., the value G(xi) must be
minimized. To compute this error value, both the derivatives of the output with respect to any of its inputs and
the network output (as is the case in conventional training) are computed. Thus, to compute the derivative of the
error with respect to the network weights, both the gradient of the network derivatives with respect to its inputs and
outputs are taken into account.

In general, a MLPNN with n input nodes, one hidden layer with m nodes, and a linear output unit is considered.
The extension can also be obtained in the case of multiple hidden layers. To train the ANN and compute the derivative
of ytrial with respect to x and hyper-parameters in Equation (3.5), Equation (3.3) is used:

dytrial

dx
=

dA(x)

dx
+

dg(x,N(x, P ))

dx
.

The kth order derivative of N(x, P ) with respect to x is:

dkN

dxkj
=

m∑
i=1

PiP̃
k
ijS

(k)
i , (3.6)

where, ~x = (x1, ..., xn) is a given input vector, Si = S(zi) and S(z) denotes the sigmoid transfer function and S(k)

denotes the kth order derivative of the sigmoid transfer function. In implementation the method, equation

dλ1

dxλ1
1

dλ2

dxλ2
2

· · · dλn

dxλn
n

N =

n∑
i=1

PiP̄iS
(Λ)
i , (3.7)
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is calculated from automatic derivation (AD) [10], where,

P̄i =

n∏
k=1

P̃λk

ik , Λ =

n∑
i=1

λi. (3.8)

Equation (3.7) demonstrates that the derivative of the network with respect to any of its inputs is equivalent to a
feed-forward neural network, denoted as Ng(~x), with one sigmoid hidden unit. This equivalence is achieved by using

the same values for the thresholds bi and weights P̃ij and replacing each weight Pi with PiP̄i. Furthermore, the Λth

order derivative of the sigmoid function is employed as the transfer function for each hidden layer. In the context of
PINNs, this allows for updating the parameters of training. In order to obtain the derivative of Ng with respect to
the parameters of the original network using back-propagation, one can easily follow the given formula.

dNg
dPi

= P̄iS
(Λ)
i ,

dNg
dbi

= PiP̄iS
(Λ+1)
i , (3.9)

dNg

dP̃ij
= xjPiP̄iS

(Λ+1)
i + PiλjP̃

λj−1
ij

 ∏
k=1,k 6=j

P̃λk

ik

S
(Λ)
i . (3.10)

Once the error derivative with respect to the network parameters (weights and biases) has been obtained, the choice
of minimization technique depends on various factors such as the complexity of the problem, the availability of
computational resources, and the preference of the researcher. The back-propagation algorithm, specifically the
steepest descent variant, is one of the most commonly used techniques for minimizing the error derivative with respect
to the network parameters. It works by iteratively adjusting the weights and biases in the network based on the
gradient information obtained through back-propagation. Ultimately, the choice of minimization technique depends
on the specific problem and the characteristics of the neural network being trained. Researchers often experiment with
different optimization algorithms to find the one that provides the best performance and convergence properties for
their particular task.

To minimize errors, we utilized standardized machine learning optimization packages, namely TensorFlow [1] and
PyTorch [18], along with several open-source projects [6, 17, 21, 23]. In all of our experiments, we specifically employed
the LBFGS method, which has demonstrated remarkable performance in similar problem domains due to its quadratic
convergence. It is important to highlight that when working with parallel hardware, the gradient of each network (or
derivatives network) with respect to the parameters for a given grid point can be obtained simultaneously. Additionally,
when dealing with Mini-Batch Processing, weight updates can be performed either in batch or online mode.

4. Illustration of the method

In our unique approach, we creatively pair the resolution of a complex differential Equation (3.1) with the adaptable
nature of an ANNs. Our technique harnesses the power of the universal approximation theorem in selecting the opti-
mal starting point for tackling ODEs through ANNs. By transforming the original model function into a streamlined
quadratic loss function, our method elegantly encapsulates two crucial factors: the precise representation of the differ-
ential equation’s residual (initial/boundary conditions) via sophisticated unconstrained optimization strategies aimed
at fine-tuning the neural network’s parameters (weights and biases), and the stringent fulfillment of the differential
Equation (3.1). To illustrate the method, we consider the following second-order ODE [13]:

d2y

dx2
= f(x, y,

dy

dx
), x ∈ [a, b].

with initial value conditions: y(a) = A and d
dxy(a) = B. The trial solution can be written in the following form:

ytrial(x, P ) = A+B(x− a) + (x− a)2N(x, Pi), (4.1)
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for the boundary conditions: y(a) = A and y(b) = B. The trial solution can be written in the following form:

ytrial(x, P ) = B
a− x
a− b

+A
b− x
b− a

+ (x− a)(x− b)N(x, Pi). (4.2)

The error quantity for this problem is as:

E(x, P ) =
∑
i

1

2

(
d2ytrial(xi, P )

dx2
− f(xi, ytrial(xi, P ),

dytrial(xi, P )

dx
)

)2

. (4.3)

By utilizing optimization techniques, one can effectively reduce the negative impacts of the traditional Momentum-
based Backpropagation (MBP) algorithm. However, the conventional method has its own set of limitations such as
susceptibility to getting trapped in local minima, sluggish learning pace, and delayed convergence. Hence, to address
these challenges, a novel approach known as the MBP algorithm is introduced in this work, showcasing remarkable
efficacy. It is noteworthy that the MBP algorithm is equipped with supplementary parameters designed to accelerate
the optimization and convergence rates of the network while simultaneously diminishing network errors.

5. Examples

In this part, we present our approach to solving a set of three ordinary differential equations starting from given
initial conditions. Our method involves employing a neural network architecture consisting of a single hidden layer
comprised of 6 units, ultimately yielding a linear output for each equation. The objective is to compare the solutions
obtained by training the neural network using a specialized technique called algorithmic differentiation (specifically,
the MBPNN algorithm) with the analytic solutions of the test problems. The accuracy of the obtained solutions is
measured by calculating the deviation between the MBPNN approximation solution and the analytic solution. This
deviation is denoted as ∆y(~x) = ytrial(~x)− ya(~x). Python is used for the simulations. the activation function for each
hidden unit is the sigmoid function defined as S(x) = 1

1+e−x .

5.1. Problem 1. In this problem, a first order ODE is solved by proposed method. Consider

dy

dx
= y − x2 + 1,

with initial value y(0) = 0.5 and x ∈ [0, 2]. The exact solution of this problem is as follows:

ya(x) = (x+ 1)2 − 0.5ex,

and according to Equation (4.1) the trial solution can be written in the following form:

ytrial(x, P ) = 0.5 + xN(x, P ).

Then we have:

dytrial(x, P )

dx
= N(x, P ) + x

dN(x, P )

dx
.

The error quantity for this problem is as follows:

E(x, P ) =

xj−number∑
j=1

1

2
[N(xj , P ) + xj

dN(xj , P )

dx
− xjN(xj , P ) + x2

j − 1.5]2.

The network is trained in [0, 2] using a grid of 10 equidistant points with 6 sigmoid hidden units. The above ODE
problem were also solved with the other methods (as Cosine [11] and Power series [9]). We compare the obtained
solution of the proposed method with the exact solution and the solutions of cosine and power methods. It is clear that
the solution of MBPNN approximation has the highest accuracy in analogy solutions of the Cosine and Power methods,
although training was performed using a small number of points. these analogy is shown in the following Table 1.
Also. In Figure 2(a) presents exact solution versus the MBPNN approximation solution. Figure 2(b) illustrates the
error function plot. Also, the comparison of the approximate solution obtained by the proposed method with the
actual answer is given in Table 2.
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Table 1. Comparison between MBPNN approximation solution, analytic solution and the solutions
of [11] and [9] methods (Problem 1).

MBPNN tra. po. MBPNN appr. sol. Ana. sol. Cosine sol. Series sol.

0.0000 0.5000 0.5000 0.5000 0.5000
0.2040 0.8365 0.8366 0.8299 0.8290
0.4081 1.2308 1.2308 1.2137 1.2136
0.6122 1.6771 1.6770 1.6466 1.6483
0.8163 2.1680 2.1679 2.1257 2.1265
1.0204 2.6948 2.6948 2.6426 2.6400
1.2244 3.2470 3.2471 3.1755 3.1788
1.4285 3.8115 3.8115 3.7289 3.7311
1.6326 4.3722 4.3721 4.2780 4.2820
1.8367 4.9090 4.9090 4.8109 4.8150
2.0000 5.3054 5.3054 5.2865 5.3125

Table 2. Camparison of the proposed method and analytic solution at the selected test points
(Problem 1).

Test points MBPNN appr. sol. Ana. sol. Deviation between sol.
0.0408 0.5624 0.5624 0.0000
0.8571 2.2708 2.2707 +0.0001
1.1836 3.1351 3.1352 −0.0001
1.6734 4.4822 4.4821 +0.0001
1.8775 5.0115 5.0115 0.0000

This problem are also solved by Abdelhameed and Haweel [9] and Li-ying et al. [11]. The total deviation of the
obtained solutions via power series and cosine methods at the 10 grid points is 0.0141 and 0.0432 respectively, whereas
the total deviation of MBPNN approximation solution at the 10 grid points is 5.00e− 9.

It can be observed that in the Table 2. The obtained solutions in the neural method are excellent with interpolation
accuracy. In order to illustrate the generalization performance (or generalization accuracy) of a selected test points we
look at the approximation of its neighboring training points [18]. The extension performance of the selected testing
points is poor when the deviation between solutions its neighboring training points is large; But is excellent when the
deviation between solutions of its neighboring training points is close to zero. The training point 0.8163 of the network
has a deviation of 0.0001 and so the deviation must be around 0.0001 in its neighboring selected testing points i.e. the
selected testing point 0.8571 has a deviation of 0.0001 in network.

For example, the deviation of the selected training point 0.0408 of the network is zero because of the nearest testing
point 0.0000 of the network has the zero deviation. According Figure 2(b), the maximum deviation of our method is
0.000100.

5.2. Problem 2. In this problem, we try to solve a second order ODE that is as follows:

d2y

dx2
=

1

2x2
(y3 − 2y2),

with initial conditions y(1) = 1, y′(1) = 1
2 and x ∈ [1, 2]. The analytic solution of this problem is as:

ya(x) =
2x

x+ 1
.
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(a) (b)

Figure 2. (a) Plot of MBPNN solution and analytic solution. (b) Plot of error function or accuracy
of the computed solution between MBPNN solution and analytic solution.

According to Equation (4.1), the trial solution can be written in the following form:

ytrial(x) = 1 +
1

2
(x− 1) + (x− 1)2N(x, P ).

Then, we have

d2ytrial(x, P )

dx2
= 2N(x, P ) + 4(x− 1)

dN(x, P )

dx
+ (x− 1)2 d2N(x, P )

dx2
.

The error quantity for this problem is as:

E(x, P ) =

j−number∑
j=1

1

2
[2N(xj , P ) + 4(xj − 1)

dN(xj , P )

dx

+(xj − 1)2 d2N(xj , P )

dx2
− 1

2x2
j

((1 +
1

2
(xj − 1) + (xj − 1)2N(xj , P ))3

−2(1 +
1

2
(xj − 1) + (xj − 1)2N(xj , P ))2)]2,

where, m = Number of xj . In this example ten equidistant points are used to train the network in interval [1, 2] with
6 sigmoid hidden units. The comparison between the MBPNN approximation solution, the analytic solution and the
LeNN [18] solution are given in Table 3. This table clearly shows the efficiency of our method.

Also, Figure 3 illustrates the comparison of the approximate solution and the exact along with the error diagram.
Again, this figure shows the efficiency of our method. The results for selected testing points are given in Table 4.
This problem has been tested by Chackraverty solution and Mall using LeNN method [14]. The LeNN has changed the
ANNs architecture that by canceling the hidden layer of the ANNs and changing it with Legendre polynomial expansion
layer, he has blueuced the training parameters and tried increased the accuracy of the MBPNN solutions compablue
to the traditional modified backpropagation [24]. However, It is clear that the approximate solution of LeNN has
lower accuracy than our proposed method by comparing the deviation of solutions between MBPNN approximation
solution and the analytic solution.The total deviation of solutions of the LeNN is 0.0042 whereas the total deviation
of MBPNN approximation solution is 1.25e − 7. Mostly, in all methods, some parameters are broken and do not
guarantee a good accuracy of the approximate solution of MBPNN.
The peak error of deviation of solutions in the MBPNN training points is shown in Figure 3(b) which is 0.000150. The
selected testing point 1.3265 has a deviation of solution of zero because the deviation of solution of its neighboring
training point in network (1.3061) is zero.
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Table 3. Comparison among MBPNN approximation solution, analytic solution and results of [18]
(Problem 2).

MBPNN tra. points MBPNN appr. sol. Ana. sol. LeNN sol.
1.0000 1.0000 1.0000 1.0000
1.1020 1.0485 1.0485 1.0475
1.2040 1.0926 1.0925 1.0919
1.3061 1.1327 1.1327 1.1291
1.4081 1.1694 1.1694 1.1663
1.5102 1.2031 1.2032 1.2001
1.6122 1.2342 1.2343 1.2302
1.7142 1.2630 1.2631 1.2590
1.8163 1.2897 1.2898 1.2858
1.9183 1.3145 1.3146 1.3100
2.0000 1.3332 1.3333 1.3333

Table 4. Comparison of our results and analytic solution for selected testing points (Problem 2).

Testing points MBPNN appr. sol. Ana. sol. Deviation of sol.
1.1224 1.0577 1.0576 0.0001
1.3265 1.1403 1.1403 0.0000
1.4285 1.1832 1.1833 −0.0001
1.6326 1.2401 1.2403 −0.0002
1.7346 1.2685 1.2686 −0.0001

(a) (b)

Figure 3. (a) Plot of MBPNN approximation solution and analytic solution. (b) Error function plot
between MBPNN approximation solution and analytic solution.

5.3. Problem3. In this problem, we would like to solve fourth order ODE that this equation is as follows:

d4y

dx4
= 120x,
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Table 5. Comparison between MBPNN approximation solution and analytic solution (Problem 3).

MBPNN training points MBPNN appr. sol. Ana. sol.
−1.0000 1.0000 1.0000
−0.7959 1.6805 1.6805
−0.5918 1.9273 1.9273
−0.3877 1.9912 1.9912
−0.1836 1.9997 1.9997
0.0204 1.9998 2.0000
0.2244 2.0003 2.0005
0.4285 2.0141 2.0144
0.6326 2.1009 2.1013
0.8367 2.4095 2.4101
1.0000 2.9992 3.0000

with initial values y(−1) = 1, y′(−1) = 5, y′′(−1) = −20, y′′′(−1) = 60 and x ∈ [−1, 1]. The analytic solution of this
problem is as:

ya(x) = x5 + 2.

From Equation (4.1), the trial solution can be written in the following form:

ytrial(x) = −2x4 + 2x3 + 4x2 − x+ (x+ 1)4N(x, P ).

Then we have

d4ytrial(x, P )

dx4
= 24N(xj , P ) + 96(xj + 1)

dN(xj , P )

dx
+ 72(xj + 1)2 d2N(xj , P )

dx2

+ 16(xj + 1)3 d3N(xj , P )

dx3
(xj + 1)4 d4N(xj , P )

dx4
− 48.

The error quantity for this problem is as:

E(x, P ) =

xj−number∑
j=1

1

2
[24N(xj , P ) + 96(xj + 1)

dN(xj , P )

dx
+ 72(xj + 1)2 d2N(xj , P )

dx2

+ 16(xj + 1)3 d3N(xj , P )

dx3
(xj + 1)4 d4N(xj , P )

dx4
− 48− 120xj ]

2.

In this example the network is trained using a grid of ten equidistant points in [−1, 1]. We show the comparison
between the MBPNN approximation solution and the analytic solution in the Table 5. Also, the exact solution versus
our method companion of error function is given in Figure 4. This figure together with Table 2 shows the efficiency
and powering of our method. The results for selected testing points are given in Table 6. We compare the deviation
of the approximate solution of the MBPNN with the deviation of the exact solution, it is clear that the approximate
solution of the MBPNN has higher accuracy. The maximum deviation of solutions in the training points is shown in
Figure 4(b) which is 0.0008. The total deviation of solutions in the training points set is 0.000003125.

As we seen the deviation of solutions in testing point −0.3469 is zero and is due to the zero deviation of its
neighboring training point, −0.3877 in network.

6. Conclusion

In this research, three ordinary differential equations were the subject of investigation using a novel approach
leveraging a neural network solved by a tweaked backpropagation algorithm termed as MBPNN. Tailoring the neural
network models to the specific traits of each ODE, we meticulously constructed and experimentally scrutinized the
said models. Noteworthy is the trial solution, deemed an approximate ODE solution derived from method simulations,
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Table 6. Comparison of the our results and analytic solution for selected testing points (Problem 3).

Testing points MBPNN appr. sol. Ana. sol. Deviation of sol.
−0.5510 1.9491 1.9492 −0.0001
−0.3469 1.9949 1.9949 0.0000
0.2653 2.0011 2.0013 −0.0002
0.4693 2.0224 2.0227 −0.0003
0.8775 2.5197 2.5204 −0.0007

(a) (b)

Figure 4. (a) Plot of MBPNN approximation solution and analytic solution. (b) error function
plot between MBPNN approximation solution and analytic solution.

obligingly satisfying all requisite conditions by default. Employing MBPNN facilitated enhanced learning by neural
networks, compelling them to glean ODE solutions proficiently even with limited observations. Comparative analysis
were performed contrasting the results of our method with other neural network methods and exact solutions. The
obtained results clearly showed the effectiveness and power of our method. By applying the proposed method, any
smooth ordinary differential equation with a companion to the given initial conditions can be solved with the desired
accuracy. However, when the artificial neural network is used for solving differential equations that have solutions
with extreme changes in some points of the solution range or have some singularity in the domain, the computational
accuracy decreases. To overcome this problem, we will try to use appropriate learning methods with regression-based
weights in future works.
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